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Preface

This paper was presented at the International Workshop on Database
Programming Languages held at Roscoff in France during September 1987

and will also appear in the proceedings of that workshop.




POLYMORPHIC NAMES AND ITERATIONS
Malcolm Atkinson! & Ronald Morrison?

ABSTRACT

This paper presents polymorphic names as manipulable values in a strongly typed language.
Their polymorphism is used to permit the programs to be statically type checked, except where
the programmer explicitly requires otherwise. These names then allow code to be written
2 B which abstracts over names or iterates over names. The utility of such name manipulation is
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W

illustrated by demonstrating that the equivalent of file and directory operations may now be
implemented. Its limitations are illustrated by considering the implementation of join.
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Introduction

Names are used for many categories of objects within programming languages - for
example, to name constants, variables, points in the program, exceptions etc. When they name
fields of records, then it is often the case that some input and output operations could use those
names. For example, in a form filling system, or in a browser [Dearle & Brown, 87].
Diagnostic tools and program construction aids need to manipulate, input and output these

names.

In operating system command languages, editors and other user interfaces, they are
used to identify objects from different sets of categories, especially file directories and files. At
present these names may obey different rules from those in the programming language. As we
attempt to develop a single coherent system in which long and short term data (code, objects,
etc.) are treated consistently [Atkinson ef al.81, Atkinson ez al. 83, Atkinson & Morrison
85b] it has been necessary to consider carefully the treaiment of names.

Unfortunately, during the development described in those cited papers there were two

flaws in our treatment of names:

i) the interpretation of field names in the type checking rules implied a single universe of
names for fields - which is known to be unmanageable in large evolving systems; and

ii) program identifiers were used to name some things (¢.g. procedures and structure
classes) while strings were used to name other things (notably databases and entries in
databases).

The former problem appears in many systems as we note in various surveys [Atkinson
& Buneman 88, Buneman & Atkinson 86, Atkinson et al. 87]. The latter problem manifests
itself in most languages as the use of strings for file names. It has the inconvenience of
introducing a quite different, dynamic binding rule for the interpretation of these names.
Normally, the operating system is responsible for providing this rule. The inconsistency
introduced makes programming more difficult and requires program alteration when programs
are moved between operating systems

In PS-algol and its descendents we have wished to encompass more of the semantics
that affect the execution of programs to give the programmer a consistent world for the total
computation. We have therefore sought to remove these anomolous string-names and their
inconsistent interpretation. A similar motivation has influenced other work [Buhr & Zarnke
87, Richardson er al. 87]. We envisage that by continuing this development most of the
functions of an operating system can be given a consistent semantics which is also consistent
with the command languages and the programming languages provided. The task of learning
1o use the composition of these, and of implementing them is then much simplified.

For example, in many programming environments there are naming systems for: files,
databases, schema components within the database, command language variables, commands,
parameters, programs, processes, procedure libraries, modules within these libraries, etc.

Often different rules apply to the name management for each of them which have to be both
implemented and understood.

With this motivation we proposed name spaces [Atkinson & Morrison 85a] and have
subsequently refined them and renamed them environments in our implementation of Napier
[Atkinson et al. 86, Atkinson & Morrison 87, Atkinson et al. 87]. These ameloriate the two
problems identified above but do not permit all aspects of an operating system to be modelled.
At the first Appin workshop [Atkinson & Morrison 85a] we noted our inability to iterate over
structures containing names. Interaction, that is data transfer across the inevitable boundary
between the computation described by the language and the environment of that computation,
was also incomplete. For example, names could not be communicated to and from the user
without treating them as strings. The lack of iteration meant operating system functions like
browsing a directory of files could not be implemented. The lack of interaction meant that
generic /O (e.g. forms packages) could not be implemented easily, though Dearle and Cooper
has developed a use of the callable compiler which overcomes this deficiency [Dearle and
Brown 87,] Cooper et al. 87, Cooper et al. 86, Cooper & Atkinson 871.

This paper shows how the new language construct: polymorphic name types, allows
us to define iterators and transput operations and hence code these hitherto problematic
functions. First the polymorphic name type, the universal extensible union type, the
polymorphic I/O construct and the iterator construct of Napier are defined. Then example
program fragments illustrate how they are used.

The Polymorphic Type Name

Lil‘te procedures and abstract types in Napier [Atkinson & Morrison 87], names may be
parameterised by any type thus specifying the type of objects they may name. Syntactically

there is a name type constructor name which when parameterised with a type yields a type.
For example:

name [string]

which is a set of all names which may name a string. More precisely, we consider all
environments (those produced explicitly and manipulable with the env construct, those
corresponding to records and those associated with the lexical block structure) to be sets of
quadruples. Each quadruple is a name, type, constancy, value. The type with which a name

value is parameterised must match under the type rules the second element of this tuple when
the name value is matched with the first element.




names:

and

The operations on names are:
type test,
input and output;
type consistent assignment; and

lexical ordering

These operations are further defined below. There are also two transfer functions on

tet nameToString = procit : type] (n : name [} — string)

let siringToName = proc[s : type] (s : string — name [7]) Voo

The type test has the form

<exp> is <ptype>

and type rule

where

a)
b)

c)
d)

t: tis ptype => bool

ptype is:
any one of the predefined types (e.g. int, real, bool);
any user defined type name, (i.c. an in scope occurrance of <type_pame> from
type<type_name> is ...);
any type expression (i.e. such as may appear after is in type ... is...);
any type constructor (¢.g. abstype, which might have been used in type stack is

abstype ..).

Figure 1 illustrates the use of the type test

let typeName = proc [t : type] (x: t — string)

begin
case true of
xisint
x is real
x is bool
x is string
x is picture
x is pixel
x is image
x is vector
x is structure
x is union
x is proc
x is env
x is abstype
x is name
x is any
default "impossible
end

"

¢ tint” ! base types
: "real”

: "bool"

: "string”

: "picture"

: "pixel”

: "image" Iconstructors
: "vector"

: "structure"

: "union"

: "proc”

oon 1

cnv

: "abstype”
: "name”

.o "

any

Figure 1: A procedure to give a string corresponding to the type of its

parameter

The equality test on name is true if they both are represented by the same sequence of
characters and if they are both restricted to exactly the same type. Thus the program:

let pI = name [real] floccinaucinihilipilification
let p2 = stringToName [real) ("floccinaucinihilipilification’)

print pl = p2

would print true.

Input and output are discussed in a subsequent section, and assignment is identical with

all other assignments in the language.

Lexical ordering is defined for the corresponding strings and is irrespective of type.

for

<exp> < <expy>

t, ¢ name [t] <name [t']




is exactly equivalent to
nameToString (<expy>) < nameToString(<expy>)
We use this ordering when defining iterators.

The Universal Extensible Union Type

In PS-algol we had an extensible union type, pntr, and we grew to appreciate its
utility; indeed much of the database programming, including the interface to persistent data and
data model implementation depended on it [Atkinson et al. 87, Cooper ez al. 87].

We refer to it as a union type because it may refer to an instance of any structure
class. We refer to it as extensible as new classes declared after the use of pntr are eligible as
referends, thus the set of possible referends is increased when each structure class is declared.
1t was not universal as there were types, e.g. int, which were excluded from its set.

It was valuable because it allowed a type check to be delayed, because it allowed us to
limit the traversal of the type match algorithm, and because it allowed generic code to be written
applicable to future types, possibly with the execution taking into account the actual type. It
was, however, overused, as no more specific alternative was available when referend types
were predetermined. 1t was also unfortunate as its pronunciation ‘pointer’ evoked connotations
of other languages where such things provide a loop-hole in the type system and even pointer
arithmetic. Of course, these horrors do not exist in PS-algol.

In Napier we therefore allow proper constraint of referend type where appropriate in
data structures, and we use polymorphism to implement most generic code. But we have
retained the valuable properties of patr in a type any, but removed an irksome restriction by
making it universal.

There are few operations on values of type any (only equality, inequality and
assignment) thus it is safe. To gain access to other operations on the values it is necessary to
project out of the union, just as one projects out of a statically defined union. A delayed type
check is needed in both cases. We now make this projection explicit. (The implicit projection
from pntr was one of the causes of a single name space of field names.) Thus our any is
similar to Cardelli's dynamic [Cardelli & MacQueen, 85, Cardelli 85].

Note name [any] is the type which includes all possible names.
Polymorphic Input and Output
The output statment print in PS-algol [PPRR-12] is already polymorphic, and handles

multiple fonts, multiple destinations and its default actions may be replaced by a programmer.
In Napier we retain the essence of this prin clause but we are revising details [Philbrow et al.

871.
Thus
print4 +3
print "freedom is never achieved by violence"
print 142 + 3-7

would print the values in the accepted format. Logically the print staternent would be written
as:

print [inf] 4+ 3
etc. to be consistent with our other polymorphic constructs, however in this case we have
decided the explicit type parameter is so tedious that we prefer to omit it and tolerate the
inconsistency. (There is some hope that we may be able to return to consistency by omitting
the type parameters elsewhere c.f. Poly [Matthews 85].)

In PS-algol input was performed by special functions indicating the type expected, e.g.
readstring. This cannot be data type complete since the type space is infinite, and so is
inconsistent with our design principles. It also masks the projection and dynamic type check
from the sequence of user actions (e.g. key strikes, mouse clicks etc.) to the internal type. A
dynamic type check, prevalent in languages, which we believe should be properly visible and
parametric. read therefore takes a type parameter, as is shown below:

feti:= read [int] ! create an integer variable i and
!initialise it to the next input integer

let r = read [real] ! declare real constant r

let vs = read [*string) ! vs becomes a constant refering to a

! vector of strings which are read in.

A consequence of this treatment is the read operation corresponds to a call of the compiler on
the relevant input source seeking the specified type. Parts of a program to plot an arbitrary
function is shown as figure 2. But it may also receive an already typed object via cur & paste

actions, since, if we capture the system within one semantics the structure and type information
is invariant over these operations.

print "'n supply initial X"

fet Xi = read [real]

print "n supply final X"

let Xf = read [real]

print "'n supply f(X)"

let f =read [proc (real —> real)]

Figure 2: A program fragment collects data describing what to plot
Polymorphic Iterations




When a polymorphic procedure is defined this indicates that different applications of the
procedure may have parameters of different type, but that for each application the procedure
body will be executed with a consistent and constant substitution of the type variables. The
polymorphic iterator is defined correspondingly. Each traversal of the iteration may be with a
different type substitution, but within each execution of the controlled statement the type
substitution is constant and consisient.

There are iterators to perform defined sequences of operations in the language

e.g.
for i = 1to 10do ...

with the usual semantics and options. Note that i is a constant declared here with the scope of
this for statement.

There is a similar iteration construct, introduced by for each, which iterates over
compound objects. Each of the compound objects may be considered a map, e.g. a vector of
type *tis a stored map from in¢ to t. Identifiers may be provided in the iteration statement to
range over the sequence of values in the map, and for every type of map the iteration sequence
is defined. e.g.

for eachk — uinvsdo ..

where vs is a vector of strings would apply the controlled clause first with k set to the lower
bound of vs and u set to the first string, and repeat for increasing index up to the upper
bound. Either control variable may be omitted, e.g.

for each k in vs do ...
and
for each — uinvsdo ..

Similar arrangements are available for iterating over indexes, with multiple keys having
corresponding multiple control variables.

. The other major classes of compound object (struct & env) all encapsulate
environemnts (maps from names to values with different types for different names).
Consequently the first control variable is a polymorphic name, and the second of the
corresponding type, which constitutes polymorphic iteration, e.g.

for each [r: type] aName : name [t] — aValue : tin ...

where aValue is of type t. Note t is available as a type variable in the controlled clause. The
iteration substitutes from the quadruple with the least name first.

Iltustrating the use of constructs to manipulate environments

Our environments have been described elsewhere [Atkinson et al. 87, Atkinson &
Morrison 87]. They may be used to provide extensible objects, and one such application of
those would be as file directories - where files are now properly typed.

Figure 3 shows the insertion of a new quadruple in an environment, equivalent to
adding a file (with or without write protection) to a directory, an Env.

print "n' What is the name?"
et newName = read [name [*int]]
print "n' What is the intial value for ", newName , " "
let initialValue = read [*int]
print "n'is the field updateable?”
let  constantField = replyAffirmative ()
if constantField then
insert newName = initialValue in anEnv
else
insert newName = initialValue in anEnv

Figure 3: Imserting a new quadruple in an enviromment




To illustrate the iterator construct more fully suppose that environments have been
chosen to represent some entity, and that now a new property is to be recorded for every
instance. The programmer/data designer has decided that such transitions are likely, and
considered it worth incurring the additional costs of using envs rather than static records. The
iteration in Figure 4 would then achieve this.

print "'nis the field updateable?"
let constantField = replyAffirmative ()
print "'n What is the name of the new integer field?”
let newName = read [name[int]]
for each — anEnv in thelndexToEnvs do t don't care about the key
begin ! once for each env
! show the user the environment
envShow (anEnv)
print "'nWhat is the initial value for ", newName, e
let initialValue = read [int]
if constantField then
insert newName = initialValue in anEnv
else
insert newName := initialValue in anEny
end ! of iteration through index

Figure 4: An example program fragment (o add to a new integer ficld to all the
environments in am index

That example has assumed the existence of a procedure, envShow, capable of printing
any environment. A simple implementation, utilising polymorphic iteration, is shown in
Figure 5.

Figure 6 shows a procedure to copy one element of an environment, then Figure 7
shows how that and polymorphic iteration can be used to construct a back up copy of any

environment.

Figure 8 shows how two environments may be combined using the same facilities, and
figure 9 shows how a user controlled directory (environment) editor might be built.
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let envShow = proc (theEnv : env)
begin
for each [r: type] aName mame [t] — aValue in theEnv do
begin
print "n", nameToString (aName) using xor ! invert name
print "=" using copy
if aValue is int or aValue is real or aValue is bool or
aValue is string then
print aValue
else
begin there print type name rather than value
let typeString = typeName (1] (aValue) | see fig 1
if typeString = "pixel” or typeString = "picture” then
print rypeString
else
printEnboldened (typeSiring)
end
end
end

Figure 5: Procedure to print any environment

et copyOneEntry = proc[t: type] (el, €2 : env; n : name [1])
if constant e/ (n) then
insert n = el(n) in e2
else
insert n :=el (n) in €2

Figure 6: A procedure to make an exact copy including comstancy of one
binding from ome enviromemnt to another

let snapshotEnvs = proc (e : env —> env)
begin ! ' makes a constant snapshot of its argument
let res = emptyEnv ()
for each [r: type] nname ] — vinedo
insert n =vinres
res
end

Figure 7: A proceudre to produce a copy of am environment with all the fields
constang
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let mergeEnvs = proc (envl, env2 : env)
begin adds to env] all the bindings in env2
fet duplicates = emptyEnv ()
for each [t : type] n: name [t} in env2 do
if nin envl then
copyOneEntry [t} (env2, duplicates, n)
else
copyOneEntry {t] (env2, envl, n)
if size duplicates # o do raise nameClashes (duplicates)
end

Figure 8: A procedure to add the conmtents of one enviromment to another

fet userControlledCopy = proc (¢ ; env — env)
begin
let res = emptyEny ()
for each [t : type] n: pame [¢] in e do
begin
print "'n include”, n, "7
if replyAffirmative () do
copyOneEntry [t] (e, res, n)
end

"

res
end

Figure 9: [Procedure that allows the user to control the parts of an
environment copied

™

Finally a program to emulate the /s shell command (a simple version) as in UNIX  is shown
as figure 10. Note that nameToString is used explicitly because otherwise the name would be
printed like a name literal expression, e.g.

namelintlfred
since a language must be able to read its own handwriting.
let  listEnv = proc (e : env)

for each [ :type] n :name [7] in e do

print nameToString (n)

Figure 10: [Procedure to list the contents of a mame space c.f. Is in
UNIX™
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Typing relational join

At the workshop in Appin in 1985 Peter Buneman [Buneman 85] posed the problem of
declaring a procedure which implements join. There were three sub problems:

i) to provide a type which will pass the parameters, i.e. the two relations and the names of
the columns on which the join is to be performed,;
ii) to check the mutual consistency of these parameters eg that the columns named appear

in both relations and have the correct type; and
iii) to generate the type of the result relation.

These language features provide a partial solution to the posed problem. Figure 11 shows a
polymorphic procedure to perform an equijoin on two relations over a list of columns of type
t. Bach relation is presumed to be a vector of environments, and the columns are identified by
a vector of names. The procedures used by equijoin are shown in figures 12 to 14,

let equijoin = proc [type t] (rell, rel2:*env; cols:*name [t] — *env)
begin
! check column names are present in each relation
allln[t] (rell(1),cols)
allln [#] (rel2(1), cols)

! each env in a rel has some set of names

! set up temporary result structure
let resSize: =0
type tupleList is struct (tuple: env; next: tupleList)
let tl: = tupleList (emptytuple( ), nil)

I w*m naive algorithm

for each — el inrell do ! each tuple in rell
for each —e2inrel2 do ! each tuple in rel2
if match (t] (el, €2, cols) do

begin

resSize: = resSize + 1
tl: = tupleList (merge (el, €2), tl)
end
! final result
let res = vector 1::resSize of tf (tuple)
for i = 2 to resSize do
begin 1/ := 1l (next); res (i) := ¢l (tuple) end
res
end

Figure 11: declaring a polymorphic equijoin procedure in Napier
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let allln = proc [ type 1] (rel: *env; names: *names tth
for each —n in names do
if not (nin rel(1)) do
raise wrongColumn

Figure 12: check all the columns names are in the first environment

let match = proc [type 1] (11, 12: env; cols: *name {1] — bool)
begin
let equal:= true
for each — nin cols do
equal: = equal and t1(n) = 12(n)
equal
end

Figure 13: test two tuples for equality

Let merge = proc (¢, 22: env  — env)
begin
let newTuple = emptyEny ()
mergeEnvs (newTuple, t1)
for each [1: type] n: name [¢] in 12 do
if not (nin t1) do
copyOneEntry (1] (12, newTuple, n) !'seefig6

!'all columns from rell - see fig 8

newTuple
end

Figure 14: generate the mew tuple from the two that matched

Subproblem (i) is solved using this type system. We consider below whether the
solution is adequate. The check (subproblem (ii)) has been programmed - figure 12 - verifying
that all the columns appear in each relation. The dynamic specification of this condition is
acceptable since the check is inherently dynamic; the relevant properties of the parameters may
not be determined until the code which calls equijoin is executed. The result type (iii) is
statically specified and consequently the third subproblem is avoided.
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When the quality of this solution is considered, the problems rearise. The type of a
relation *env is unsatisfactory for a number of reasons:

a) its cardinality is inflexible, leading to the final copy phase of the algorithm;

b) it is not space or update efficient, as the use on env rather than struct requires a
flexible map to be stored and maintained;

c) it does not indicate that every tuple in a relation is over the same columns, thus

factoring out the check that columns are valid depends on programmers complying
with this unwritien convention (it also repeats the type and name information
redundantly with every tuple).

These new subproblems are not entirely a result of pedagogical simplification, nor is
the naive algorithm. Subproblem (a) could be overcome by a better data structure, eg a list
of vectors. Suppose we used *struct (...) to overcome subproblem (b}, then we lose the
polymorphism and name abstraction of equijoin. This could be solved if we say that env D
struct so that *env would type match *struct for the relation parameters. But this doesn't
deal with the result type, as somewhere we need to compute the appropriate struct (...) of
the result type, which is dependent on the two input relation parameters. The equivalent
calculation takes place on each iteration in procedure merge (fig 14) in the presented
solution. At present we have no mechanism for calculating this result type, at the start of
equijoin and using it (statically) for each iteration. If this deficiency were overcome
*struct (...) would also deal with subproblem (¢), but variants of this subproblem then
tends to reappear as solutions to subproblem (a) are constructed.

The n*m algorithm should be replaced by sort merge, or use of indexes, but the
polymorphic requirement militates against this. The type parameter ¢ could be image or
proc (int, string — real) or any etc. To use indexes we need to either calculate a hash
code or perform a ‘less than' comparison operation. This leads us to identify another
unsolved subproblem:

d) either a generic operation hashcode [type ] (x: t — in) or a generic comparison
operation less than [type (] (x, y:r — beol ) is required to achieve efficiency,
but we do not know how to define and implement them.

Because of these outstanding problems we build a polymorphic index type constructor
into Napier i.e. index:l, 12, ...t — t. Using this we can overcome subproblem (a)
to (d) but we have achieved this by passing them o its implementor. Even then we cannot

+ properly type equijoin, since, if the parameters and the results were to include indexes,

these types are static and the result type cannot be computed.
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For the moment we remain unable to define an adequate type system for generic
applications, and we overcome the problem by synthesising a specific procedure for each
type parameterisation of join when it is needed, and then using the callable compiler to build
the operation before applying it. Persistence and the universal extensible union type allow
us to memoise this operator construction [Cooper et al.87]. It is not clear whether a type
system which does better than this is achievable.

Conclusions

The sequence of examples show that scanning directories is now possible, and that
other data dependent generic algorithms can be written. The constructs introduced to achieves..
this - polymorphic name types, type constrained name values, environments and polymorphic
iterators - are individually simple to understand and use, they combine well, and they do not
result in a loss of type control or incomprehensible computations.

Use of these constructs to build replacement operating system structures will eliminate
strings as names. We need to start the bootstrap as a program binds to its environment, and
do this by introducing one standard variable PS (Persistent Space).

These structures need to be updated to reflect changes in the environment, e.g. addition
of new network addresses, new discs etc. It does not appear possible to include that within
the language. However we extend the scope of the language there will always be external
agents affecting the computation, and consequently a closed universe is impossible, i.e. deus
ex machina will occur. If we wish to use the same naming system for everything, then we
need to expand the type system to contain everything we wish to name. Examples might be
machines, devices etc. if they may be explicitly manipulated or selected by the
user/programmer. But this makes it difficult to adhere to the principle of data type
completeness.

The section on the implementation of a join procedure is included to show that type
systems are still not adequate for all we would wish to do. We pose the question: "Can we d
better than synthesis of code followed by calling the compiler?" for these remaining generi
tasks. The advantage of that approach is that more than type checking may be 'statically'
determined, i.e. factored out of the operator's iterations.
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