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Introduction

Many of the present-day workstations feature high resolution raster displays and associated
pointing devices. These systems provide a suitable medium for the construction of a high quality user
interface. The graphics facilities of these systems are usually accessed at a low level. To be able to
effectively use these systems a convenient high level interface must be built. These high level
interfaces are usually only available as ad-hoc extensions to programming languages. This can present
problems in combining graphical objects with those supported by the programming language. The
problem is further aggravated when the long term storage of graphical objects is attempted. A
solution to these problems would be the complete integration of graphics facilities into a persistent
programming language. This paper describes the graphics facilities available in the persistent
programming language PS-algolll]. One implementation of the system on an ICL PERQ is also

described.

What is persistence?

The persistence of a data object is the length of time the data object exists [2] Previously,
programming languages have treated this property of data consistently within the context of a
program (either as values of local variables or as values on the heap) but have made radically
different arrangements for data of longer term persistence (such as those in files or in a database). In
PS-algol we view persistence as an orthogonal property of data and apply the Principle of Data Type
Completenesy 3], so that an object of any data type may have any persistence.

In a conventional system, a programmer has to visualise three mappings: from the real world to
program representation, from the real world to database representation and from database
Tepresentation to program representation. This greatly complicates the task and increases the potential
for error due to inconsistent treatment of the mappings. We contend that allowing long term data
storage without incurring such a multiplicity of representations and mappings is likely to have

bepefits in both software production and software maintenance. The immediate application of this




attribute of the language will be the construction of systems as a number of programs operating on a
common body of data, particularly where data structures specific to the application are useful. One
example of this is a suite of CAD programs.

The pictures provided as data types in the language are representations of annotated line
drawings or bitmap images. Operators are provided which make it easy to construct such drawings or
images. The communication with the user via modern terminals, which often have placement and
graphics capabilities occupies a major portion of present programming. Provision of language
constructs for this is intended to make the task less onerous, and the programs more portable. The
problem of how to achieve similar effects on different devices has to be solved only once by the
language implementor. We believe it is important to pursue further research into language constructs
for user communicatjon, s it is such & major part of programs and is poorly supported at present.

The introduction of functions as first class objects has a number of benefits{4]. The construction
of functions by other functions, which are then yielded as a result provides a simple mechanism to
hide information, restricting the operations on data and hence allowing the implementation of abstract
data types5]. Since we have arranged for long ferm persistent data, this means that hidden objects
may be required to persist between runs of programs. This is & very powerful and as yet little
explored feature of the language. It means for example that partial computations and the functions to
progress them may be passed to another program. Data held in the persistent store may be viewed,
protected and manipulated via functional abstractions. The storage of functions in the persistent store
provides the equivalent of program libraries and aliows for the separate compilation of program parts.
The inclusion of procedures in persistent store provides automatic incremental type checked program
linking.

The combination of persistence, graphics and first class functions in PS-algol result in a

programming language which supports a wide range of programming activities.

Graphics

The PS-algol graphics facilities provide an integrated method of manipulating line drawings and

images. Line drawings have the data type picture and bitmaps the type image. An image is a
rectangular grid of pixels of some ‘colour’. Images may be manipulated by the raster operations
provided by the language. These correspond to those generally available on systems with bitmap
displays.

The picture drawing facilities of PS-algol are a particular implementation of the Qutline
system[6] which in turn took many ideas from GPL/1[7L It allows the user to produce line drawings
in an infinite two dimensional real space. The relationships between different parts of a picture are
defined by mathematical transformations, therefore pictures are usually built up from a number of
sub pictures. Pictures may be mapped on to an image thus providing flexibility in the way that line
drawings may be manipulated.

Thus the system provides high level features for manipulating images in a finite two

dimensional integer space and line drawings in an infinite two dimensional real space.

Pixels

The pixel is a base data type in PS-algol and is used to construct images. Two pixel literals are
predefined in the language, these are on and off. These are said to have depth one, since they are only
one pixel plane deep. Thus

leta=on
creates a pixel a with a depth of 1. Pixels may be concatenated in order to create pixels with depth
greater than one, for example we may write,
let b = on & off & off & on
which creates a pixel b with a depth of 4. The expression on the right hand side of the above

declaration is called a pixel sequence or simply a pixel.

Images

We use pixels in order to construct images. Images are initialised with a pixel expression and

have the same depth as that expression. Images also have an X and Y dimension, for example,




let ¢ = image 5 by 10 of on
creates an image ¢ with 5 pixels in the X direction and 10 in the Y direction all initially on. The
origin of all images is in the lower left corner, which has address 0,0. In this case the depth is 1. Full
3 dimensional images may also be created , for example,
let d = image 64 by 32 of on & off & on & on
creates an image which has depth 4.

‘In order to introduce the concept of images and the operations on them we will restrict ourselves
for the present to images with a pixel depth of 1 which is the case on the PERQ. Everything that we
say will be true for images of greater depth.

Images are first class data objects and may be assigned, passed as parameters or returned as
results. e.g

letdbi=a
will assign the image a to the new one 4. In order to map the operations usual on bitmapped screens,
the assignment does not make & new copy of a but merely copies the pointer to it. Thus the image
acts like a vector or pointer on assignment.

PS-algol supports eight raster operations these are, ror, rand, xor, copy, nand, nor, not and
Xnor

xor b onto a
performs a raster operation of b onto a using xor. Notice that a is altered ‘in sitw’. Both images have
origin 0,0 and automatic clipping at the extremities of the destination image is performed.

It is often desirable to set up windows in images. The PS-algol limit operation allows this. For
example,

let ¢ = limit a to 1 by 5at 3,2
sets ¢ to be that part of @ which starts at 3,2 and has size 1 by 5. ¢ has an origin of 0,0 in itself and is
therefore a window on a. Rastering sections of images onto sections of other images can be performed
by expressions like,
xor limit a to 1 by 4 at 6,5 onto

limit a to 3 by 4 at 9,10

Automatic clipping on the edges of the limited region is performed. If the starting point of the
limited region is omitted 0,0 is used and if the size of the region omitted then it is taken as the
maximum possible. That is from the starting point to the edges of the host jmage. Limited regions of
limited regions may also be defined.

The standard identifier screen is bound to an image representing the output screen. Performing
a raster operation onto the image screen alters what may be seen by the user. eg.

xor a onto limit screen to 4 by 5 at 4,7
will raster a onto the defined section of the screen. This will be visible to the user.

The standard identifier cursor is bound to an image representing the cursor. This allows the
cursor to be manipulated in the same manner as any other image in the system.

In systems that support multiple planes the standard identifiers screen and cursor will have a
depth greater than 1. All the operations that we have already seen on images (raster, limit and
assignment) work more generally with depth. Thus the raster operations perform the raster function
plane by plane in one to one correspondence between source and destination. Automatic depth
clipping at the destination is performed and if the source is too small to fill all the destination’s planes
then these planes will remain unaltered. The limit and assignment operations also work with the
depth of the image.

A window may be set up in the z-axis of an image using the depth selection operation. For
example

letb=a( 113)
yields & which is an alias for three contiguous planes of a starting at plane 1. b has the same X and Y
dimensions as a.
Pixels may also be indexed. Thus
let a = on & off
gives a( 0 ) as on and a( 1 ) as off. This expression is an r-value only and may not be used on the left
hand side of an assignment.
It should be noted that a( 1 ) above is of type pixel which is not the same as

image 1 by 1 of off




which is of type image.

The standard function Pixel will yield a pizel from an image. For example, if a is defined as
fotllows

let a = image 9 by 9 of on & off & on

Then Pixel( a,1,1) yields on & off & on.

There is a standard function that allows the programmer to gather information about the status
of the mouse. The function is called locator and has form,

locator( — pnitr )
which returns a pointer to a structure of the foilowing type,
structure mouse( cint X.pos,Y.pos ; *bool thebuttons )
The vector of booleans, thebuttons, indicate which of the buttons on the mouse are depressed.

X.pos and Y.pos indicate the position of the mouse relative to the image screen.

Pixels

Many colour graphics systems allow the programmer to alter the colour map of the output
device. That is, it is possible to alter the colour observed when a particular pixel is displayed.
Usually this colour map is in the form of avlookup table maintained by the system. This table maps
pixels onto integer encodings of the bits sent to the guns of the display device. The PS-algol provides
two functions for manipulating the colour map of the device. The first is,

colour.map( pixel p;inti)
This functions sets the integer produced by the colour map when pizel p is displayed to be i. The
second function allows the user to interrogate the colour.map and is,
colour o f( pixel p — int )

This function returns the integer corresponding to the pixel p in the colour map.

Picture description in PS-algol

In PS-algol the picture descriptions are represented by the data type picture. The simplest

picture is a point. For example,

let point =[ 0.1,2.0]
represents the point with x—coordinate 0.1 and y-coordinate 2.0 in two-space. All the operations
provided on pictures return a picture as their result, so arbitrarily complex pictures may be described
and operated on.

Points in pictures are implicitly ordered. The binary operators on pictures operate between the
last point of the first picture and the first point of the second picture. In the resulting picture the first
point is the first point of the first picture and the last point is the last point of the second picture.

There are two binary operators on pictures, join "’ and combine ‘&’. The effect of the join
operator is to produce a picture that is made up of its two operands with a line from the last point of
the first operand to the first point of the second operand. Combine operates in a similar way without
adding the joining line.

In addition to the binary operators pictures may also be transformed by shifting, rotating and
scaling. For example:

shift p by x.shift,y.shift
will produce a new picture by adding x.shift to every x-coordinate and y.shift to every y-coordinate
in the picture p.

rotate p by noof.degrees
will produce a new picture by rotating the picture p noo f.degrees degrees clockwise about the origin.

scale p by x.scaling,yscaling

will produce a new picture by multiplying the x and y-coordinates of every point in the picture p by
x.scaling and y.scaling respectively.

Text can be included in pictures using the text statement. This takes a string of characters and
2 base line and constructs the picture of those characters along the base line.

let p = text "hello " from 1,1 to 2,1
The characters will always be drawn from the first to last point of the base line. As a consequence
text can be inverted by ending the base line on the left of its starting position.

Colour can also be specified in a picture but, unlike the other picture operations, the effect of this




will depend on the physical output device used.

Drawing a PS-algol picture

In order to view a picture it s necessary to map it onto an output device. The PS-algol standard
function draw is provided to map pictures onto images. For example,
draw( animage,a.pic,0,3,0,3)
will draw the section of the picture a.pic bounded by the box specified by the points ( 0.0,0.0 ) and (
3.0,3.0 ) on the image an.image.

Note that the image may be the screen in which case the picture will be visible to the user.

Implementation

Many host machines are unable to support the PS-algol picture and image operations
consequently system performance may be greatly impaired. For example, raster operations on most
mainframe computers are prohibitively expensive although alternative techniques have been found
[8,91 However graphics manipulation is not usually performed unless some suitable output device is
available. With this in mind the language implementor may choose to make the evaluation of the
grapllfcs operations lazy rather than strict. That is instead of performing an operation immediately a
data structure is built to represent the evaluation of the expression. When the objct is eventually
displayed the data structure may be evaluated in the context of the output device thereby ensuring
the maximum efficiency on the hardware available. Another advantage of this lazy evaluation is that
the data structure (unevaluated) may be used to represent the object in the persistent store.

The implementation of PS-algol on the ICL PERQ uses microcode assist for raster operations and
lazy evaluation for pictures. The data structure used for PS-algol pictures is a directed acyclic graph
(DAG). Itisa graph since there may be several paths to the same sub-structure, directed since the
ordering of the points uniquely defines a traversal and acyclic since recursive referencing is not
possible for pictures. A fuller description of how this may be done is given below. The

implementation issues for persistence are described elsewhere{10].
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Implementation of the PS-algol pictures

The PS-algol picture facilities are purely applicative in nature. For this reason the
implementation technique chosen is also applicative. When a picture expression is parsed the PS-algol
compiler expands the picture expression to one that creates a set of predefined PS-algol structures.
Hence every PS-algol picture is represented by a tree of PS-algol structures. The structures and the
expanded expressions used to represent picture expressions are as follows:

a) structure pointnode( creal point.x,point.y )
[xy] compiles to pointnode( x,y )
b) structure operation.node( cpntr left.pic;right.pic ; cint operation )
pl & p2 compiles to operationnode( pl,p2,1)
pl” p2 compiles to operation.node( pl,p2,2)
¢) structure trans formnode( cint trans form ; cpntr trans form.pic ;

creal trans formx,trans form.y )

scale p by x,y compiles to trans formnode( 1,p,x,y )
shift p by x,y compiles to trans formnode( 2,p.x,y )
rotate p by degrees compiles to trans formnode( 3,p,degrees,0 )

d) structure text.node( cstring message ; creal xxl,yyl,xxr,yyr )
text astring from x1,y1 to x2,y2 compiles to text.node( astring,xl,yl,x2,y2 )
e) structure colournode( cputr colour.pic ; cpixel shade )

colour p in a.pixel compiles to colour.node( p,a.pixel )




i1

letbox={011"[1,01" [-1,01"[0-1]1" [01]
let boxes = box ~ shift rotate box by 180 by 3,0
is represented by:

boxes‘ i I

‘operatinnvnodei l l 2 I

Itransform.nodel 2 ‘ f i 3.9 l O-QJ

box ljl:l ‘ transform.nodEl 3 | IIBGLG ! 9-9‘

Ivoperation.nodel 7 l [ 2 ‘
I

Ipoint.nodel @.Ol l.OI Igpgration,nodgl 3 I g l ZJ

2 1
[point.nodel 1-0i 9-9] loperation.nodel l l ZJ

! !
poin‘tanodeg—iuﬁl 0.0 loperation.nodel l p I ZJ
Ipoint.nodel @.@|~1.0| lpoint.node! G.Q‘Hr i.@i

draw( screenboxes,2-4,-2,2)

will produce:

Internal Outline representation
Figure 1.
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Implementation of PS-algol picture drawing

To draw a PS-algol picture the tree representation must be traversed and the picture’s points
calculated A convenient way of programming this tree traversal is to use a recursive procedure. PS-
algol is a suitable tool for writing such recursive procedures. Hence it would be convenient to be able
to use it to write the draw standard function. However to allow this a mechanism must be
introduced to coerce the type of a picture expression from pic to pntr.

This is done using a special function called pic.pntr that takes a picture as a parameter and
returns a pointer to the picture’s description. All the PS-algol structures used to represent pictures
only contain constant fields. Therefore the type coercion does not allow a PS-algol program to modify
a picture’s description.

The draw standard function is composed of three sections. An initial transformation calculation,

a tree traversal procedure and a line drawing package.
The initial transformation calculation

The first step in drawing a picture is to calculate the transformation necessary to map the points
in the picture onto the output device. This calculation is done by mapping the picture window
supplied to draw onto the visible area of the output device. A recursive procedure can then be called

to apply this transformation to the picture description.
The tree traversal procedure

The purpose of the tree traversal procedure is to calculate the points and lines that compose the
picture. To do this it must be supplied with the transformation necessary to map the points it finds to
the output device. It must also know what colour the picture should be drawn in. Therefore the tree
traversal procedure is parameterised with a transformation, a colour value and a pointer to a picture
description. The initial call to the procedure is supplied with a default colour value.

The action taken for each possible type of node in a picture description will now be described.

There are 5 different types of node, a transformation node, an operation node, a colour node, a point
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node and a text node.

a) A transformation node.

A transformation node in a picture description represents a sub picture and a
transformation that must be applied to every point in the sub picture, therefore when a
transformation node is encountered by the traversal procedure there will be two
transformations that must be applied to the node’s sub picture. The transformation
represented by the node and the transformation supplied to the traversal procedure.
However these two transformations occur after any found in the node’s sub picture. Also
the new transformation always occurs before the one passed as a parameter. Therefore
they can be composed to form a new transformation to be applied to the sub picture.

All transformations are represented by matrices [11] therefore the composition of
transformations can be performed using matrix multiplication. Once the composed
transformation matrix has been calculated it can be used as a parameter when the traversal

procedure is applied to the node’s sub picture.

"b) An operation node.

An operation npode represents two sub pictures together with an operator for
combining them. The two sub pictures are the left and right operands of a join or combine
operation. When an operation node is encountered the left sub picture is traversed. A
global flag is then set to indicate whether a join or combine operation is being performed.
Finally the right sub picture is traversed.

This order of traversal ensures that the first point traversed in a sub picture is the
first point of the sub picture. In the same way the last point traversed is the last point of
the sub picture. Also the global flag indicating the operation being performed will not be
reset until a point has been traversed. Therefore when a point node is found it can be
treated as the first point in a sub picture. Then if the operation being performed is a join, a

line can be drawn from it to the previous point to join their respective sub pictures.

¢) A colour node.

A colour node represents a request to draw all of a sub picture in a particular colour.

14

This request is enforced on all of the sub picture regardless of any colour nodes it may
contain. Therefore when a colour node is traversed a check is made on the colour
parameter. If it is not the default colour value then the colour node’s sub picture is
traversed using the colour parameter. However if the colour parameter is the default
colour, the colour node’s colour value will be used to traverse its sub picture.

d) A point node.

At the leaves of a picture description the tree traversal procedure always encounters
point nodes. When one is found the transformation parameter will be sufficient to map the
point onto the screen. In addition the colour of the point will also be known. A request
can then be made to draw the point in the appropriate colour. The global flag indicating
the type of combine operation being performed is then checked. If the operation is a join
operation then a line is drawn using the colour parameter from the point to the previous
point.

e) A text node.

A text node represents a piece of text and a line along which it should be drawn.
When a text node is found the tree traversal procedure constructs a picture description for
the characters making up the text. This new picture description is then traversed in place

of the text node.

The line drawing package

The draw standard function must be supplied with procedures to plot points and draw lines. It
is possible that some of the points and line segments to be drawn will not be visible on the output
device. ie. they were outside the original picture window and so were mapped to outside the visible
area of the output device. It is assumed that the drawing procedures will perform the necessary
clipping operations to remove these points and line segments.

The device dependent parts of the draw standard function are limited to the drawing procedures
and the assumed dimensions of the output device. Therefore any type of output device can be

supported simply by supplying draw with the appropriate drawing procedures and the dimensions of




15

the output device. The PS-algol line drawing graphics currently support PS-algol rasters, Tektronix

T4010 and T4107 terminals and PERQ/PNX windows{12].

Implementation of the PS-algol raster graphics

Pixels

Pixels are composed of a value on or off for each of the pixel’s planes. Pixels are implemented as
binary values encoded as bits in an integer. The least significant bit, represents plane 0, the next
represents plane 1 and so on. In order that the depth of a pixel may be found the most significant
byte of the integer is used to record the pixel's depth. The resulting format for a pixel is as follows,

note this diagram assumes an integer made up of 4, 8 bit bytes.

[ depth | 1 bit per plane
byte 3 " bit 23 bit 0"

The format of a pixel.
Figure 2.

The abstract machine is augmented with two new instructions and one standard function to
manipulate pixels. The first of the instructions, subpixelop, takes an integer index and applies it to a
pixel to yield a new pixel. As part of this operation a check is made that the index is legal. The
second new instruction, formpixelop, takes a set of pixels and composes them to form a new pixel.
No special instruction was necessary for the literal pixel values on and off since the corresponding
integers could be constructed by the compiler. The standard function depth is provided to allow a

program to discover the depth of a pixel.

Images

The semantics of the data type image include the ability to alias sections of an image in one, two
or three dimensions. To support this an image object is made up of 3 separate sections. A set of two

dimensional bitmaps, a vector pointing to the bitmaps and an area descriptor.

[
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Two dimensional bitmaps

Each plane of a PS-algol raster is represented by a PS-algol vector of integers. The vector
consists of the bitmap for the plane plus some house keeping information such as its size. The format

of one of these vectors is as follows:

X-dim | Y-dim | start | number of the bitmap with
offset | scan lines -~ space for an - =
on this page extra scan line

A two dimensional bitmap.
Figure 3.

On some computers the raster operations provided impose alignment constraints on bitmaps. This
in itself does not present a problem since space can always be allocated on the appropriate boundaries,
however the PS-algol system incorporates a compacting garbage collector based on an algorithm by
Lockwood Morris{13] Hence PS-algol bitmaps may require realignment after every garbage collection.
For this reason extra space in the heap object is allocated and the start of the bitmap within the object
recorded. A further constraint imposed by the raster operations on some computers is that they do not
operate over page boundaries. One way of overcoming this problem is to split the bitmap between
scan lines into two rectangular sections, one on either side of the page boundary. To allow for
realignment in this case the extra space needs to be a full scan lLine. In this way the bitmap can

always be moved so that no scan line ever crosses a page boundary.
A vector of bitmaps

Each of the bitmap vectors implements a single plane of a PS-algol raster. To represent the
ordering of planes in a raster, a PS-algol vector is used to point to each of the raster’s planes. The first

plane pointed to by the vector is plane 0, the second plape 1, and so on.

A two dimensional area description

The purpose of the final layer of a PS-algol raster is to specify the two dimensional area of
interest. This is done by recording the X and Y dimensions of the area together with the X and Y

offsets to the start of the area. The description of an area to which a raster applies is specified by a

'




17

pointer to a vector of bitmaps. However in some cases it may not be possible to represent a raster as a
vector of bitmaps. For example on a UNIX system the screen may be represented by a special file
type. To allow for this a file descriptor is held in addition to the vector of bitmaps. The format of an

area description is as follows:

PS-algol pointer to | PS-algol X offset | Y offset | X dimension
heap header | vector of | file descriptor
bitmaps

An area descriptor for a PS-algol raster.
Figure 4.

Raster operations.

The operations permitted on rasters can-be divided into three types, updates, area selections and
dimension inspection. Rasters may only be updated by the destructive combination of two rasters.
Such combinations overwrite a destination raster with the combination of a source raster and the
destination raster under a specified combination rule. The following combination rules are supported.
Each operation is described by the effect on two bits, D the destination and S the source. The bit
values representing on and off correspond to true and false respectively. The symbol < is the PS-
algol not operator.

a)copy -D =S

b)rand -D:=Sand D
coror-Di=SorD
d)xor-D:=(Sand "D)or( " Sand D)
ednot-D:="§

f)nand -D:="(Sand D)
gnor-D:="(SorD)

h) xnor -D:=(Sor "D)and ("SorD)

If the rasters have more than one plane the combination operation is repeated for each pair of
planes. ie. first between plane O of the source and plane O of the destination, then between plane 1 of

the source and plane 1 of the destination, and so on. If the number of planes in the source and

18

destination rasters are different the combination operation stops when all the planes in one of the
rasters have been used.

The selection operations are performed by copying the area descriptions and if necessary the
vector of bitmaps.

‘When a PS-algol raster has limit applied to it a copy is made of the area descriptor to hold the
new offset and dimension values. While the new values are being calculated a check is performed to
make sure they describe a two dimensional area within the raster. The pew area descriptor retains
the pointer to the vector of bitmaps and the file descriptor because it is defined over the same raster.

When plane selection is performed on a raster, a copy of the vector of bitmaps is made that only
contains entries for the selected planes. A copy of the area descriptor is then made to point to the
copied vector. An attempt to select all the planes of a raster is treated as a null operation because the
new vector of bitmaps and area descriptor would be identical to the originals.

The operations that inspect the dimensions of an image operate by indexing the objects that form

araster. They are all implemented via standard functions.

Implementation of the screen

The standard identifier sereen is implemented by creating a dummy raster object. On the ICL
PERQ this object is given a file descriptor for the special file representing the physical screen. The
vector of bitmaps consists of a one entry vector with a nuli pointer. Whenever a raster operation is
performed a check is made to see if the raster object contains a valid file descriptor. If it does the

raster operation is performed using the file descriptor in place of the vector of bitmaps.

Implementation of the cursor

The standard identifier cursor is also implemented by creating a dummy raster object. However
on the ICL PERQ the raster object has a valid vector of bitmaps but no file descriptor. The vector
consists of 1 entry to the single bitmap composing the cursor. This bitmap always holds a copy of the

cursor image displayed on the screen. By recording the pointer to this bitmap any updates to the
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cursor image can be detected and propagated to the real cursor.

Implementation of the mouse

The locator standard function provides an interface to the mouse or tablet connected to a
workstation. On the ICL PERQ a tablet is provided with either a 3 or 4 button puck. To implement
this function a mouse structure is created on each call to locator. The cursor position is obtained from
the underlying operating system and entered into the structure. The number of buttons provided on
a puck or mouse can vary considerably. Therefore locator creates a vector of truth values with one
entry for each available button.

On most workstations it is possible to specify the mode in which the tablet or mouse operates.
For example on the ICL PERQ a read of the tablet can be delayed until some event occurs. Possible
events are time outs, button presses, puck movement and the presence of keyboard input. The mode
of operation selected for PS-algol was to delay the return of locator until the puck had moved at least
3 pixels or a button had been pressed or some keyboard input had become available. A more flexible

choice of mode is currently under investigation.

Conclusions

The 'PS—algol system provides a persistent store facility with a small number of powerful
graphics constructs. Thus the programmer is presented with an easily understood, high level interface
to the facilities provided by today’s workstations. With such facilities interactive applications are
easier to write and maintain thus providing lower life cycle costs throughout the lifetime of the
program.

The graphics constructs described in this paper are independent of the persistence concept and so
may be integrated with any high level language. We have described one implementation of these

facilities and proposed other methods that may be used to support them.
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