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1.  Introduction

This manual describes the use of the Extended Functional Data Model (EFDM)
system. EFDM is a descendent of the functional data model (FDM) and the associated
data language, DAPLEX, proposed by Shipman (SHIP81) with some significant
extensions and modifications.

FDM models the real-world information as sets of entities and of functions mapping
entities to entities. An entity is some form of token identifying a unique object in the
database and usually representing a unique object in the real world. For example, FDM
models a student in the real world by a unique student entity in the database. Entities
are classified into a number of entity types so that every entity belongs to at least one
entity type.

A function maps a given entity into a set of target entities. For example, a function
courseof may map a particular student entity to a set of course entities. FDM treats
values like integers and strings also as entities, except that such entities have a
pre-defined lexicographic representation. Because of this, properties (or attributes) and
relationships can both be modelled uniformly as functions mapping entities to entities.

Entity orientation is what distinguishes this data model from other name-based
models like relational or record-based data models. Unlike these models, FDM makes
an explicit distinction between entities and their external name(s), i.e. more than one
entity may have the same set of external names and still be internally distinguishable.
For example, if the Christian name and surname are the only information stored about
each person, FDM can distinguish between two persons who have the same Christian
name and surname while relational or record-based models cannot. This is possible in
FDM because it creates two distinct entities corresponding to the two different persons in
the real world.

Thus, each entity in the database is created by an explicit ‘create’ action, signifying
the start of interest in the corresponding real-world object for which it serves as the
representative. After an entity is created, the values for the functions applicable to it are
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assigned by an explicit action, and the changes in properties of the corresponding
real-world object with time are reflected by modifying the function values. Finally, when
the interest in a certain real-world object ceases, the corresponding entity is removed
from the database by an explicit 'delete’ operation. Thus entities by themselves cannot
be printed, only functions yielding lexical entities like strings or integers can be printed.

Figure 1-1 lists the set of functions used to model a simple student database
expressed using the data definition statements of EFDM. The single arrow used in
these function definitions indicates that the function is single-valued, i.e. the function
application always returns a single entity and the double arrow indicates that the
function is multi-valued, i.e. the function application returns a set of entities. The
argument part of a function definition indicates the type(s) of argument entities and the
result part indicates the type of result entities.

declare person () ->>  entity
declare student () ->> person
declare staff () ->> person
declare course () ->>  entity
declare event () ->>  entity
declare tutorial () ->> event
declare lecture () ->> event
declare cname (person) ->  string
declare sname (person) ->  string
declare sex (person) ->  string
declare course (student) ->> course
declare tutorial (student) ->  tutorial
declare grade (student, course) ->  string
declare course (staff) ->> course
declare room (staff) ->  string
declare phone (staff) ->  integer
declare title (course) ->  string
declare lecture (course) ->> leclure
declare day {event) ->  string
declare time (event) ->  Integer
declare site (event) ->  string
declare room (event) ->  string
declare staff (tutorial) ->  staff
define tutor (student) - staff { tutorial (student) )

Figure 1-1:  Functional Schema for a Student Database.
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By convention, zero-argument functions define entity types. For example, consider
the person() function shown above. Since there are no arguments, this function has
only one possible result set. We use this fact to say that all members of this set have a
distinct type, i.e. it defines the person entity type. Further, the set of person entitles
returned by the person( ) function above is a subset of the set of entity entities. We use
this fact to say that each entity type in this model acts as a subtype of its result type. This

leads to the hierarchical organisation of entity types so that they are all subtypes of the
type entity.

An entity type can have any number of subtypes. For example, both staff and
student are subtypes of persontype. An important consequence of this type hierarchy is
that a subtype inherits all the functions defined over all of its supertypes. This follows
from the fact that a student entity is necessavrily a person entity as well and hence all the
functions applicable to person entities are applicable to student entities.  Also,
extensions of different entity types can overlap. For example, a student entity can
simultaneously be a staff entity as well. The notion of role (see section 4) is used to
determine the type of an entity during evaluation.

As described earlier, functions with arguments mode! both attributes and
relationships. For example, while the cname(person) function models an attribute of
person entities, the course(student) function models the relationship between student
and course entities. Functions in this model can have more than one argument. For
example, the grade function above establishes a mapping from each student- course
pair to a string entity.

string and integer are pre-defined entity types provided by the system. They are
special in that they have an established method of lexicographically representing the
instances of these types. The actual set of such built-in types is analogous to the base

types in a programming language. Other such useful types are boolean, real, time,
date etc.

A function introduced by declare is called a base function and is represented by
physically storing a table of arguments and results. For example, cname(person)
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function relating a person to his Christian name. A function introduced by define is
called a derived function and is represented by an algorithm to compute its result. For
example, the result of futor(student) function above is calculated by evaluating the
expression staff( tutorial(student) ) for the given student entity.

The model allows overloading of function names. For example, though the
functions course( ), course(student) and course(staff) all have the same name, they are
distinguished by their internal names. The internal name of a function is generated by
enclosing in square brackets the external function name and the argument types over
which it is specified.

2. How to Get Started

EFDM provides an interactive user interface. (See Appendix A for the complete
syntax.) On initiating the system, EFDM prompts the user for a database name. Ifa
database with the specified name does not exist, the system creates an empty database
for the user. After the database is opened successfully, EFDM responds with the
prompt:

View:

If the user wants to enter the global view, the response should be
global

I, on the other hand, the user wants to enter a named view of the database (see section
7), he should type the name of the view in response. (If the view corresponding to the
user-specified name does not exist, an error message is displayed and the session is
terminated.) After the view is established successfully, the system responds with the
prompt

command:

If the user is in the global view, he can then type in a FDM command starting with
- declare or define to add a new function or entity type.
- for each to retrieve and display data from the database.
- for a new to create a new entity.
- let, include, exclude to assign/modify function values.
- delete to delete an existing entity.
- program to define names queries. .
- print to output results on to screen.
- output to output results of named queries on to files.
- constraint to specify a constraint.
- view to define a view.
- drop to drop an exisiting function, an entity type,
a named query, a constraint, or a view definition.
- load to create a database from data stored in files.
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If the user is in any other view, he is restricted to a subset of the above commands.
For example, he cannot make any database updates nor declare any base functions
(see section 7). The following system conventions must be noted:

1. Ali statements must be terminated by a semi-colon (;).

2. Each statement is parsed as it is input and if a syntax error is encountered at
any stage, all the input is abandoned and the system returns to command
mode after displaying the relevant error message.

3. If the statement is syntactically correct, it is executed immediately and if it
contains the print instruction, the result values, if any, are displayed on the
terminal.  The system returns to command mode after executing the
statement.

4. The interactive session can be terminated by inputting a full-stop in response
to command:. The whole session is treated as one transaction and all
updates done during the session get stored in the database only if the users
reply affirmatively to the prompt : commit transaction?

The following language notations must also be noted:

1. Data types: The language provides a built-in entity type entity and
supports primitive types of integer, string, boolean.

2. Names: A name (identifier) consists of a letter followed by any number of
dots, letters or digits.

3. Literals: Three forms of literals are provided, i.e. integer literals, string
literals, and boolean literals. An integer literal is one or more digits. A string
literal is any sequence of characters enclosed by double quotes. true and
false are the only two boolean literals allowed.

4. Tokens may be separated by an arbitrary number of spaces, new lines, or
comments. Comments are arbitrary text enclosed in square brackets [ ).
Upper and lower cases are equivalent.

3. Data Definition

3.1 Function Specification

declare (define) statement is used to enter a new base (derived) function or
entity type definition. A new function can be declared at any time during an interactive
session. The arguments, if any, of the function declaration must correspond to entity type
identifiers.  For base functions, the result should also correspond to an entity type
identifier. (The different mechanisms for defining derived functions are discussed in
section 5.)

No forward or recursive function definition is allowed for base functions, i.e.
functions (and hence entity types) must be declared before they are used and a function
cannot be declared using itself.

To avoid inconsistencies, the users are helped to ensure that the same real world
fact is not described by more than one base function. For example, assume that there
exists a base function

student (course) ->> student
establishing a relationship between student and course entity types. Suppose we now
want to add another function

course (student) ->> course
which establishes another relationship between student and course entity types. If,in
reality, this new function is the inverse of the old function, adding it as a base function will
mean that the same fact is represented by two independently updatable functions, and
this will surely lead to inconsistencies in the database. However, it can be added safely
as a derived function. On the other hand, the new function may be corresponding to a
new fact, say, relating to the majors taken by a student, in which cass, it is to be added as
a base function. As there is no way for the system to infer what is intended, whenever
addition of a new one-argument base function is requested, the system will display all
the existing base functions between the argument and result types and some that can be
derived using function inversion and composition. The user is consulted to check if the
function addition should proceed.




3.2 Constraint Specification

Constraints are specified using the constraint command. Each constraint must be
identified by a unique name. Prior to accepting a constraint specification, a check is
made to ensure that the existing data satisfies it. If this check fails, the request is aborted

and the user informed of the action.

Currently, EFDM supports the following kinds of constraints:

1)  The constraint that the sex (person)} function must be defined for every person
entity can be specified as follows:

constraint ¢1 on sex (person) -> total;

2) The constraint that the value for the sex (person) function for a given entity
can be assigned only at the time it is created and this value cannot be
changed throughout the life time of that entity can be specified as follows:

constraint c2 on sex (person) -> fixed;

3) The constraint that the values for cname (person) and sname (person)
functions for a given entity together act as unique designators of that entity
can be specified as follows:

constraint c3 on cname (person), sname (person) -> unique;

4) The constraint that no student entity can be a staff entity as well can be
specified as follows:
constraint c4 on student, staff -> disjoint;

5) The constraint that the grade (student, course) function is defined for only
those student-course pairs such that the course entity is a member of the set
returned by the application of course (student) function to the given student
entity can be specified as follows:

constraint c5 on the grade (student, course) ->
some c in course (student) has ¢ = course;

(For the explanation of some quantifier, see section 4.)
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3.3 Removal of Functions and Constraints

Functions can be removed using drop command. For example,
drop course (student);
is a request for dropping the course(student) function.

Removing a function definition removes ali the values associated with that function
as well as all the other function definitions which depend on it. However, before
carrying out this operation, the system displays a list of functions that will be dropped by
the action and seeks confirmation from the user whether to go ahead or not.

Constraints can also be dropped with the drop command. For example, the
following command
drop ct;
removes the constraint c1.

3.4 Metadata

The metadata of the schema corresponding to an application is held in a set of
EFDM functions shown in figure 3-1. These functions are automatically populated and
modified when declare, define or drop statements are processed. Only the
document function may be explicitly updated by the user.

The contents of these functions can be retrieved with the usual retrieval statements.
For example, to find out the textual description of all existing function declarations, the
following statement can be made use of:
for each fin function
print text (f)
So a user may use such queries to discover the form of a database. To facilitate this the
functions given in figure 3-2 are defined.




function () ->>
name (function) ->
nargs {(function) ->

arguments (function) ->>

result (function) ->
type (function) >
status (function) ->
text (function) ->

document (function) ->

constraints () ->>
name {constraint) ->
text (constraint) ->
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entity -- contains a set of entities corresponding to the functions

string -- the name of the function

integer -- the number of arguments the function has

function  --list of those functions

function  -- and the resuit function

string -- whether the function is single-valued or multi-valued

string -- whether the function is base or derived or system-
defined

string -- the text of the function definition

string -- documentation associated with that function

entity -- contains a set of entities corresponding to the
constraints

string -- name of the constraint

string -- text of the constraint declaration

Figure 3-1:  The functions to hold the meta data of a schema

entitytype( )
supertype(entitytype)
supertypes(entitytype)
subtype(entitytype)
subtypes(entitytype)
fnsover{entitytype)

fnsyielding (entitytype)

fin function such that nargs {f) = 0

result (entitytype)

transitive of supertype (entitytype)

e in entitytype such that resuit (e) = entitytype

transitive of subtype (entitytype)

f in function such that nargs(f) = 0 and some e
in arguments(f) has (e = entitytype or some
e1 In supertypes(entitytype) has e = e1)

fin function such that nargs (f) " = 0 and
result(f) = entitytype

Figure 3-2:  The derived functions for querying meta data
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4. Data Retrieval
for-loop statements and expressions are the basic constructs for data retrieval. For
example, consider the following query:

(Q1.) Find the Christian and surname of all students.
This is formulated as follows:

for each s in student
print cname(s), sname(s);

Here, the variable s is successively bound to the instances of student entity type. The
print statement is used to output the results.

Expressions consist of names, literals, and operators. Every expression has a
value and a role. The expression value is the set of entities returned by evaluating the
expression. An expression which evaluates to a set is called set expression while that
which evaluates to a single entity is called singleton expression. The expression role is
the entity type under which these entities are to be interpreted.

Every set expression has to be associated with a reference variable using the in
operator. This can be any meaningful name chosen by the user. Variables, once
declared, remain in scope throughout the statement.

A set expression can involve a boolean predicate. For example, consider the
following query:

(Q2.) Find the Christian and surname of all female students.
for each s in student such that

sex(s) ="
print cname(s), snames(s);

Here only those student entities for which the boolean expression following such that
evaluates to true are included in the result of the set expression.

Quantifiers can be made use of to specify predicates. For example, consider the
following query:
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(Q3.) Find the Christian and surname of all the students taking the IS1 course.
for each s in student such that
some c in course(s) has

title(c) = "IS1"
print cname(s), sname(s);

In this query, the expression following such that evaluates to true if at least one ¢ in
course(s) meets the title(c) = "IS1" test. Other such quantifiers are all, no, at least, at
most, or exactly (the last three quantifiers must be followed by an integer-valued

singleton expression).

In general, each argument for a function application can be either a set expression
or a singleton expression. When the argument is a set expression, the result of the
function application is obtained by iteratively applying the function to each member of the

argument set and taking the union of results. For example, consider the following query:
(Q4.) List all the courses taken by female students.

for each c in course (s in student such that sex(s) = "f")
print title (c);

Here, the result of the set expression is calculated by taking the union of sets of course
entities returned by applying the function course(student) to each member of the

argument set.

4.1 Operators

4.1.1 Relational Operators

An entity compared with another entity evaluates to a boolean result. The

following comparison operators are allowed:

< less than

<= less than or equal to

> greater than

>= greater than or equal to
= equal to

"= not equal to
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= and "= are defined on all entity types. <, <=, > and >= are defined on integer and
string types only. The entities to be compared must be of compatible type, i.e. types
which are either the same or related by a subtype-supertype relationship.

4.1.2 Boolean Operators

There is one unary operator not, and two binary operators and and or defined on
entities of type boolean. They have the usual meaning. The order of evaluation is
from left to right and based on the precedence rule

not

and
or

4.1.3 Arithmetic Operators

Arithmetic may be performed on entities of type integer. The operators are

+ for addition

- for subtraction

* for multiplication
/ for division

rem for remainder

The order of evaluation is from left to right and based on the precedence rule
*/rem

+ -

i.e. the operations x, /, rem are always evaluated before + and -. However, if the
operators are of the same precedence then the expression is evaluated left to right.
Brackets may be used to override the precedence of the operator.

4.1.4 String Operators

Currently, only one operator ++ is defined on entities of type string. I
concatenates the two operand strings to form a new string.
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4.1.5 Set Operators

The following binary operators are applicable to combine set expressions:

union for set union
intersection for set intersection
difference for set difference

The order of evaluation is from left to right. The type of expressions involved must be the

same.

4.1.6 the Operator

The the operator applied to a set expression returns a single entity if the result set
has the cardinality of 1, otherwise an error condition is raised. For example, consider

the following query:
(Q5.) Find the courses taught by Hamish Dewar.

for the s in staff such that
cname(s) = "Hamish" and
sname(s) = "Dewar”

for each c in course(s)
print title (c);

The above formulation expresses the fact that only one staff entity in the database is

expected to have the Christian name "Hamish" and surname "Dewar".

4.1.7 as Operator

This operator is useful to explicitly specify the type of an entity during an expression

evaluation. For example, consider the following query:

(Q6.) Find the names of those students who are taking a course which they
teach.

for each s in student such that
some c¢ in course(s) has

some c1 in course (s as staff) has
c=cl

print cname(s);
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4.2 Aggregation Functions

Aggregation functions include average, total, count, maximum, minimum.

The count function applied to a set expression returns the cardinality of the result
set in integer form. For example, consider the following:

(Q7.) Find the number of courses taken by Angela Pearson.

for the s in student such that
cname(s) = "Angela" and
sname(s) = "Pearson”

print count (c in course(s) );

The maximum and minimum functions applied to an integer-valued set expression
return the maxiumum and minimum values, respectively, of the result set. For example,
consider the following query:

(Q8.) Find the maximum tutorial group size.
print maximum(i in students (t in tutorial) );

The average and total functions applied to an integer-valued multiset expression
return the average and total, respectively, of the result multiset. (A multisetor a bagis a
set which may contain duplicate elements.) A multiset expression is formed using the
over operator, which takes a set specification and an expression defined over members
of that set. For example, consider the following request:

(Q9.) Find the average tutorial group size.
print average (over t in tutorial count (s in students (t) )

4.3 Packaged Queries
A query can be named by preceding the query statement with

program programidis

For example, the following statement:
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program females is
for each p in person such that sex (p) = "f"
print cname (p), sname (p);

assigns the name females to the corresponding query. Such a named query can be

executed any time by typing its name in response to the system prompt.

The information about currently defined queries is held in pre-defined EFDM

structures. These are shown in figure 4-1.

query () ->> entity
name (query) -> string
text (query) -> string

Figure 4-1:  The functions to hold meta data for queries.

These can be queried using the above data retrieval facilities. For example, to list

all the existing query definitions, we can use

for each q in query
print text (q),

Any existing query can be removed using the drop statement. For éxample, the
following statement,
drop females;

removes the above query definition.

4.4 Outputting the Results

The print statement is used to output the results. The results of both interactive

and packaged queries normally appear on the screen.

There is also a facility to output the results of a packaged query to a named file.
For example, the following statement
output females fem.dat;
executes the query named females, creates a file with the name fem.dat if it is not

already created, and directs the output to that file instead of the screen.
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5. Derived Functions

The define command is used to enter a derived function. Derived functions can
be defined using expressions. For example, consider the function fufor(student) as
defined in the schema of figure 1-1:

define tutor(student) -> staff(tutorial (student) )
which returns a staff entity for a given student entity by evaluating the defining
expression.

In the above example, the argument of the function implicitly declares a variable
with the same name for use during evaluation. In case of ambiguity, variables can be
associated with the arguments using in. For example, the following derived entity type

define female () ->> p in person such that sex (p) = "f";
defines a subtype of type person , which returns those person entities meeting the
qualification. It is to be noted that the use of set expressions involving set operators is
currently not allowed for defining new entity types.

EFDM allows recursion for defining derived functions. For example, consider the
following familiar bill of materials example:
declare part () ->> entity

declare subpart (part) ->> part;
declare incremental.cost(part) -> integer;

The derived function to provide the total cost of manufacture for a part is defined using
recursion as follows:

define total.cost(part} -> incremental.cost(part) +
total (over p in subpart (part) total.cost(p) );

Additionally, the following spécial operators are provided for defining derived
functions:

Inverse of :

If we are interested in finding out the set of students taking a given course using the
course(student) function, we can define a derived function as follows:
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define students(course) ->> s in student such that
some c¢ in course(s) has
C = course

EFDM provides a special operator inverse of to simplify the derivation of the
above function. Using this operator, the above function can be defined as

define students(course) ->> inverse of course(student)

inverse functions can be defined for one-argument functions only. A single valued
function may have the inverse function which is single- or multi-valued. Similarly, a
multi-valued function may have a single- or multi-valued function as its inverse.

transitive of :

Corresponding to the bill of materials example mentioned above, consider the
following derived function
define subparts(part) ->> transitive of p in subpart(part)
This function returns the set containing the subparts of a given part, the subparns of
subparts, subparts of subparts of subparts etc.

The transitive of operator can be used to define one-argument functions only.
The argument and the result of such a function must be of identical type.

compound of :

The compound of operator is used to define new entity types only. This operator
creates derived entities corresponding to the elements of the cartesian product of its
operands. For example, the following derived entity type,

define enrolment () ->> compound of s in student, ¢ in course (s)
returns entities of enrolment type. The new type being defined will be a subtype of
entity and will include one entity for each student-course tuple. In addition, the system
implicitly defines the two functions

student(enrolment) -> student

course (enrolment) -> course
which return the student and course entities for each enrolment entity.
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6. Database Updating

Using the update operations of EFDM, the users can create or delete an entity,
assign or modify function values, and extend or reduce the set of types for an existing
entity. Currently, updating the database through derived functions is not supported.
Also, as there is no notion of transactions, checking for constraint violations following an

update action is also not supported.

6.1 Creating a new entity

A new entity is created using a new expression. For example,

a new p in person
creates a new person entity and associated it with the variable p. When a new entity
belonging to a certain entity type is created, all the supertypes of that entity type get
populated simultaneously with that new entity. For example,

a new s in student
creates a new entity which is included in the extension of both student and person entity
types.

To assign values for the functions applicable to the newly created entity, the for
statement along with the let statement (see section 6.2) may be made use of. It is not
necessary to populate all the functions applicable to the newly created entity at the time
of creation itself. This is because the functions in EFDM are assumed to be partial by
default. All unassigned single-valued functions will be initialised with a special entity
'UNDEFINED" and all unassigned multi-valued functions will be initialised with the empty
set. However, to be able to assign values at a later time, care should be taken to see

that the newly created entity can be uniquely identified.
6.2 Assigning or modifying function values
let, include, and exclude statements are used for this purpose. The let

statement replaces the existing function value, if any, by the new value. Otherwise, it

assigns the specified value as the result for the given set of arguments. The include
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statement exiends the existing result set of a multi-valued function for the given

arguments and the exclude statement does the opposite. For example, consider the

following requests:

(U1.) Create a new student entity and assign Christian name as Moyana and
surname as Johns.
for a new s in student

let cname (s) = "Moyana”
let sname (s) = "Johns";

creates a new student entity and assigns the specified values to the functions applicable

to that entity.

(U2.) For the student with Christian name 'Moyana' and surname 'Johns’, change
her current course assignment to CS1 and CS2 courses.

for the s in student such that

cname(s) = "Moyana" and sname(s) = "Johns"

let course(s) = ¢ in (the c1 in course such that
title (c1) = "CS1", the c2 in course
such that title (c2) = "CS2");

(U3.) For the student with Christian name 'Moyana' and surname ‘Johns', add the

course 1S1 to her current course assignments

for the s in student such that
cname(s) = "Moyana" and sname(s) = "Johns"
include course (s) = ¢ in (the c1 in course
such that title (c1) = "CS1");

{U4.) For the student with Christian name 'Moyana' and surname 'Johns', drop the

course CS1 from her current course assignment

for the s in student such that
cname(s) = "Moyana" and sname(s) = "Johns"
exclude course (s) = ¢ in (the c1 in course
such that title (c1) = "CS1");
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The following points should be noted:

1. The type of the expression in the right-hand side of the = sign must be the same
as the type of the left-hand side function.

2. The expression must evaluate to a singleton for single-valued functions and to
a set for multi-valued functions.

3. The inclusion of an already existing element into a set has no net effect.

4. The exclusion of a non-existant element from a set has no net effect.

6.3 Extending the set of types of an entity.

The syntax for including an existing entity into the extension of a specified entity
type is the same as that used to include entities into multi-valued function extensions.
For example, to include a student with Christian name 'Moyana' and surname 'Johns'
into stafftype, we use

include staff = 51 in (the s) in student such that
cname (s1) = "Moyana™ and sname (s1) = "Johns")

Inclusion of an entity in the extension of its own type or any of its supertypes has no
net effect.

6.4 Reducing the set of types of an entity.

The syntax for this case also is the same as that used to exclude entities from the
multi-valued function extensions. For example, to exclude the staff with Christian name
‘Moyana' and surname 'Johns' from the staff type, we use

exclude staff = s1 in (the s1 in staff such that
cname (s1) = "Moyana" and sname (s1) = "Johns")
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Excluding an entity from the extension of a type results in removing its reference from the
extensions of all subtypes of that type, if any, and from all functions in which it is
participating either as an argument or result. Hence, before carrying out the operation, a
list of these implicit updates is displayed and the user is asked to confirm the request.

It is to be noted that reducing the set of types of an entity does not result in the
removal of entity from the database as long as the set of types is non-empty. For
example, the above operation only removes the specified entity from the staff type, while
the entity itself continues to exist in the database as a person and possibly as a student
entity.

6.5 Entity Deletion

The delete statement is used to remove a specified entity from the database. This
also causes a cascade deletion of all functions which reference this entity, again
consulting the user before the cascade proceeds. For example, to delete a student with
Christian name 'Moyana' and surname 'Johns' from the database, we use

delete the s in student such that
cname(s) = "Moyana" and sname(s) = "Johns";

The difference between this statement and the exclude statement above is that
while exclude removes a specified entity from the specified type and its subtypes,
delete removes a specified entity from the extensions of all its types.
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7. User Views

EFDM provides a view mechanism which, while providing a different perspective of
the global information, also acts as an authorisation mechanism. Using this mechanism,
a central database administrator, who has access to the entire database, can define

different overlapping user views. The underlying assumptions of this mechanisms are:

1) There exists a global view from which all user views are derived. That is, we
assume the structure and contents of this global view are arrived at by integrating the
different application views to one common community view. Hence, the global view
encompasses all the information required by all the users. It certain information
required by a user is not in his view, he must request a central authority (database
administrator) to include it in his view, who will, in turn, examine whether the information
requested by him is already available in the global view and if not, he will take steps to

include it in the global view and then include it in the user's view.

2) The users of a certain view are restricted to the names available in the
namespace of that view; they have no access to either the global name space or the

namespaces of other views.

Views are defined using deduce statements. For example, for the student

database of figure 1-1, we can define a view called malestudents as
view malestudents is

deduce male () ->> entity using s in student
such that sex(s) = "m";
deduce name(male) ->  string using cname/sname(s);
end;

All functions introduced by deduce are treated as derived functions. Notice that
deduce is used to define view functions instead of define. This is because view
function definitions involve change of name space; names before the using keyword
define the namespace of the view being defined whereas names after using keyword

refer to names in the current namespace. Every view definition automatically creates a
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different name space, which is completely independent of the global name space as well
as the name spaces of other views.

Views can be dropped with the
drop viewname

command.

The information about currently defined views is held in pre-defined EFDM
structures. These are shown in figure 7-1.

view () ->> entity
name (view) ->  string
text (view) ->> string

Figure 7-1:  The functions to hold the meta data for views

7.1 Operations from Views

Once within a view, users can pose the usual EFDM requests to carry out the
database operations using the names available in their name space. Each query
statement issued from a user view is translated into a corresponding query on the global
name space by recursively applying the view definition mapping.

Since all the functions in a view are treated as derived functions, updating through
view functions is currently not allowed. The only schema changes that are allowed from
a view are either defining derived functions from the set of functions they are allowed to
have access to or dropping the derived functions they have created. This means that
the individual users are not allowed to introduce any base functions or stored data of
their own.
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8. Bulk Loading of a Functional Data Base

The load command is provided to load function definitions and function values
stored in files. On entering this command, the user is prompted for the names of two
files, one containing the function declaration statements (schema file), and the other
containing the function values (data file).

A series of declare, define or program statements, each terminated with a
semicolon constitute the schema file. Note, however, that for the purpose of using this
command, it is necessary for each entity type to have a single-valued key function (with
'integer’ or 'string’ as its result) whose values uniquely distinguish the entities
belonging to that type. We will assume that the following functions are defined for this
purpose: personno for person type, studentno for student type, staffno for staff type,
courseno for course type, each having integer type as result. The last statement of the
schema file must be a full stop (.).

The data file should be organised as a set of tables. Each table must be qualified
as either E-table or A-table. Each entry in an E-table results in creating a new entity and
assigning values for some specified functions applicable to that entity. In contrast, each
entry in an A-table either assigns or modifies the function value for an existing entity,
identified by its key function value. End of all data is indicated by an*.

The name of an E-table must correspond to the name of an entity type specified in
the schema. Each column header of an E-table must correspond to the name of a
single-valued, one-argument function defined on that entity type or any of its supertypes
which yields entities of primitive types like string, integer etc. Any number of such
columns may be present in an E-table. The format for an E-Table is as follows: Its
name is followed (after a space) by E to indicate the nature of the table. The different
column headers must be separated by spaces, and followed by an * to indicate the end
of the list of headers. There then follow rows of values (strings, integers etc.); each row
conveys information about the values of the various functions of a new entity, identified
by the value of the key function. After the rows, an * denotes the end of the table.
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For example, E-tables corresponding to student and staff types of the database

shown in Fig. 1-1 appear as shown below:

student E

studentno  cname sname sex *
1 Angela Pearson f

: R - R

staff E

staffno chame sname sex *
1 Malcolm Atkinson m

The name of an A-table must correspond to the name of a function with one or
more arguments. The column headers for an A-table correspond to the key functions of
each of the arguments of the function in the order of the argument position. The last
column header corresponds to the key function of the result type if it is an user-defined
type or the primitive type names like 'string’, 'integer' etc. otherwise. The format for an
A-Table is as follows: Its name is followed (after a space) by A to indicate the nature of
the table. The different column headers must be separated by spaces, and followed by
an * to indicate the end of the list of headers. There then follow rows of values (strings,
integers etc.); each row conveys the information about the association between two or
more existing entities identified by the values for the corresponding key functions. After
the rows of values, an * denotes the end of the table.

For example, A-Tables corresponding to course(student) and grade(student,
course) functions appear as shown below:

course A

studentno (student) courseno {course) *

1

1 2

grade A

studentno (student) courseno (course)  string *

1 1 A

1 2 B
Reference

SHIP81 Shipman D.W. "The Functional Model and the Data Language DAPLEX"
ACM Transactions on Data Base Systems vol. 6 no. 1, March 1981.
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Appendix A: Syntax Specification of EFDM Implementation

command = imperative |
declare funspec ("->" | "->>") typeid |
define funspec ("->" | "->>") fundef|
constraint identifier on funlist ->
(total | fixed | unique | disjoint | singleton) |
program programid is imperative |
output programid fileid |
view viewid is
(deduce funcspec ("->"|"->>") typeid using fundef) end.
drop (funspec|programid|viewid) |
load |
programid.

imperative = for each set imperative | for singleton imperative |
update | print stuple

set = vblid in set![such that predicate] [as typeid)

set1 = mvfuncall | typeid | "(" stuple ")" |

"(" set (( union | intersection | difference ) set) ")"

singleton = exp1 [or exp1]

expl = exp2 [and exp2)

exp2 =[not] exp3

exp3 = exp4 [compop exp4]

exp4 = [prefixjexp5 (addop exp5)

exp5 = exp6 [mulop expé]

exp6 = exp7 [as typeid]

exp7 = constant | vblid| svfuncall| aggcall | the set| a new typeid |

quant set (has | have ) predicate | "(" singleton™")"

svfuncall = funcid "(" stuple ")"

mvifuncall = funcid “(" mtuple ")"

stuple = singleton [ "," singleton |

mtuple = expr{ ", expr]
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expr= set| singleton
aggcall = (count|max|min)"(" set")"|
( total | average ) "(" over mtuple singleton")"
update = let funcall"=" expr | include ( funcall| typeid ) "=" set |
exclude ( funcall | typeid ) "=" set | delete singleton
funcall = funcid"(" stuple ")"
fundef = ( expr | inverse of funcspec | transitive of expr| compund of tuple)
funcspec = funcid"(" [arglist ] ")"
arglist =typeid [ "," typeid ]
funlist = ( typeid | fumcid"(" arglist™)" ) { "," ( typeid | funcid"(" arglist")" ) }
compop =">" | "<" | "=" | ">=" | "<=" | "~"
guant = some | all | not | ( at ( least | most ) | exactly ) integer
integer = singleton
predicate = singleton
constant = int| str| bool
int = digit[ digit]
str=""" character [ character] "™
bool = true | false
vblid = identifier
typeid = identifier
funcid = identifier
programid = identifier
viewid = identifier
identifier = letter { (letter| digit|"." } ]
prefix="+"|""
addop = "+" | "-" |"++"
mulop ="*"{"/" | "rem"

Note: Bold-face words and non-alphanumeric symbols enclosed in quote marks
represent terminals. Lower case italic words represent syntactic categories. Square
brackets denote optionality. Grouping is expressed by parentheses, i.e. (a | b) ¢ stands
forac|bc.
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